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Introdugao:

O artigo desta edigao trata da importancia de melhorar a performance de reprodugéo de videos em streaming, especialmente com a
crescente demanda por servigos de baixa laténcia e mais recentemente videos em 4K. O estudo destaca que os servigos competem por
largura de banda, o que pode gerar rebufferings (interrupgdes de reprodugdo).

Para enfrentar esses problemas s&o usados dois padrées: Common Media Client Data (CMCD), que permite que os receptores informem

ao servidor seu status de buffer, ajudando assim a distribuir melhor sua capacidade entre os clientes, o que reduz as interrupgdes. Ja o
CMSD (Common Media Server Data) propde que o servidor adie as respostas a receptores com buffer suficiente, priorizando aqueles
com buffers baixos. Os testes indicam que, com essas implementagdes, a duragdo média de rebuffering foi reduzida em até 56% sem
comprometer a qualidade do video. Como fazer isso? Bord para a leitura do artigo na integra. Boa leitura.

Tom Jones Moreira

Abstract

Smooth playback is critical for any streaming service.
Naturally, viewers do not enjoy rebuffering events, but
less frequent and shorter ones are preferred when they can-
not be avoided. However, ensuring smoother playback
becomes movre challenging as more demanding types of ser-
vices such as low-latency live (LLL) and 4K streaming
become increasingly used. It has been shown many times
that adaprive streaming cli-
ents compete with each other for
available bandwidith and server
capacity. The server’s priority
n responding to the individual
requests sent by these clients
should be based on the clients’
nme-varying playback  buffer
conditions. In an earlier article,
we presented that the server could
wisely allocate its ourput capacity
among the tncoming requests and
largely mitigate the rebufferings
suffered by the clients, provided
that the clients informed the
server abour thewr buffer staruses
using the Common Media Client
Data (CMCD) standard. In a
more recent study, we developed an alternative solution to
the same problem using the Common Media Server Data
(CMSD) standard. In this solution, the server’s response to
a request that indicated a sufficient buffer level was delayed
until the requests that indicated an insufficient buffer level
were handled. The server atrached a new CMSD param-
eter to the eventual response disclosing the length of the
delay. This parameter aveoided misinterpreration and the
subsequent incorrect decision by the client’s rate-adapration
logic. Our experiments (for which we offer the source code)
showed that the proposed CMSD parameter eliminared
unnecessary rate shifting to lower bitrates while reducing
the rebuffering rate as well as the rebuffering duration. This

It has been shown many times that
adaptive streaming clients compete
with each other for the available
bandwidth and server capacity. The
server’s priority in responding to

individual client requests should be
based on clients’ time-varying
playback buffer conditions to avoid
playback freezes happening in as few
clients as possible.

article summarizes these findings and illustrates other envi-
stoned use cases for the CMSD standard.
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Introduction

n the early days of Hyp-
tertext Transfer Protocol
(HTTP) adaptive stream-
ing, the content delivery
network (CDN) providers did
not envision HTTP servers com-
municating with streaming cli-
ents to enhance user experience
or the overall system’s delivery
performance. The idea of coop-
erating servers, clients, and other
network elements first took off in
2013! and became an MPEG
standard? in 2017.

Although this standard had
numerous useful applications, the industry had not
shown enough interest in it since its publication. Then,
in 2019, the WAVE project participants at the Consumer
Technology Association (CTA) started working on a
solution to a long-standing issue: how could a streaming
client send media-, playback-, and session-related infor-
mation to the CDN, such as type, duration, and format
of a media segment, content ID, session ID, current buf-
fer length, and current latency. The CDN could use this
information to bind individual requests to streaming ses-
sions and combine server and client logs to generate pre-
cise dashboard metrics showing delivery performance,
specific player issues, and viewer experience. A similar
issue that could be met through this method of passed
information is how a streaming client could ask for a pri-
ority service when requesting a segment.

In September 2020, CTA published the Common
Media Client Data (CMCD) specification.’ Several
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FIGURE 1. Streaming clients cooperating with the CDN servers through CMCD/CMSD (repurposed from Ref. 1).

early adopters from CDN providers and streaming
client vendors immediately implemented this specifi-
cation. For example, the dash.js reference client* has
been fully compliant with CMCD since v3.2.1 (early
2021). Open-source libraries for other popular clients
(e.g., hls.js and ExoPlayer) were made available. The
first evaluation results and capability demonstrations
(e.g., Refs. 5 and 6) came out soon after, and further
studies are currently in progress. Readers interested in
further details are referred to Ref. 1 for the timeline
of the developments in this space and Ref. 7 for the
detailed use cases of CMCD.

During the development of the CMCD specification,
a proposal was made to send meta information and hints
from the CDN servers to the streaming clients, simi-
lar to the capabilities provided in Ref. 2. The proposal
led to the creation of a companion standard to CMCD,
called Common Media Server Data (CMSD), which was
finalized in late 2022.® Figure 1 illustrates an end-to-
end media distribution system with CDN servers and
streaming clients enabled to use CMCD and CMSD.

It has been shown many times that adaptive stream-
ing clients compete with each other for available band-
width and server capacity.”!? To avoid playback freezes
as much as possible, the server’s priority in responding
to individual client requests should be based on clients’
time-varying playback buffer conditions.

Previously, we designed a buffer-aware bandwidth
allocation algorithm for the server, which scheduled
the response for each incoming segment request based
on the (playback) buffer level reported using CMCD.
Based on this algorithm, the server allocated its output
capacity among all the requests more wisely, which then
significantly reduced the rebufferings experienced by
the clients.’

In a later study,” we developed an alternative solu-
tion to the same problem using the (draft) CMSD
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standard. In this solution, the response to a request
that indicated a sufficient buffer level was to be delayed
until the requests that indicated an insufficient buffer
level were handled. The server attached a new CMSD
parameter to the eventual response disclosing the length
of the delay. This parameter avoided misinterpretation
and the subsequent incorrect decision by the client’s
rate-adaptation logic. Qur experiments (for which we
offer the source code) showed that the proposed CMSD
parameter eliminated unnecessary rate shifting to lower
bitrates while reducing the rebuffering rate as well as
the rebuffering duration. Specifically, we tested the
proposed idea in different multi-client scenarios [a mix
of video-on-demand (VoD) and low-latency live (LLL)
streaming clients and 10—20 clients in total]. The results
showed that the average rebuffering duration decreased
by 33%-56% without degrading the video quality.

In this article, we summarize the main findings from
these studies and illustrate other envisioned use cases
for the CMSD standard.

Results Using the CMCD Standard

Test Setup

The test setup is given in Figure 2. On the client side,
severalinstances of the dash.js client running the default
ABR scheme (termed dynamic) were used. The desired
network behavior was achieved using a tc-NetEm net-
work emulator,’ which throttled the total bandwidth
available to the clients according to the Cascade and
Spike bandwidth profiles defined by the DASH-IF. On
the server side, an NGINX server'! with the JavaScript
(NJS) module was used as the HTTP server. An NJS
middleware application was developed to implement the
bandwidth allocation functionality. The server hosted

‘https://wikilinuxfoundation.org/networking/metem

Thurp:/nginx.org/en/download.himl
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FIGURE 2. Implemented CMCD-aware system.>'

the test content for testing on-demand and live video
sessions. Further detailed information about the test
setup can be found in Ref. 5, and the public source code
is available in Ref. 12.

Results

The tests were repeated five times and the metrics shown
in Table 1 were used. We compared using CMCD
with the buffer-aware bandwidth allocation algorithm
against not using CMCD.

Metric Definition Unit
Avg. BR Average bitrate across all clients Mbit/s
Min. BR Average bitrate for the client that Mbit/s

consumed the lowest average bitrate
Avg. RD Average total rebuffering duration seconds
across all clients
Max. RD Total rebuffering duration for the seconds
client that suffered from the longest
rebuffering duration
Avg. RC Average rebuffering count across all | -
clients
Avg. SC Average bitrate switching count -
across all clients
Avg. LL Average live latency across all clients | seconds
Max. LL Average live latency for the client that | seconds
experienced the longest live latency

On-Demand Video Sessions with 10 Clients

Table 2 shows that running the buffer-aware band-
width allocation algorithm reduced Avg. RD, Max. RD,
and Avg. RC substantially for both bandwidth profiles.
Specifically, the reductions were as follows: Avg. RD by
74% and 83%, Max. RD by 72% and 78%, and Avg. RC
by 57% and 66% for the Cascade and Spike bandwidth
profiles, respectively. These reductions came at the cost

CascadeX10 SpikeX10
Metric w/ CMCD | w/o CMCD | w/CMCD | w/o CMCD
Avg. BR | 3.13 3.33 2.61 3.20
Min. BR | 2.90 3.12 2.30 2.68
Avg. RD | 5.36 20.84 12.43 71.90
Max. RD | 10.72 38.84 18.49 83.54
Avg. RC | 4.72 11.04 8.68 25.48
Avg. SC | 35.80 36.70 4914 53.90

of a nonnegligible (but much less significant) reduction
in Avg. BR.

The buffer-aware bandwidth allocation algorithm
computes a fair share for each client (based on the buf-
fer level reported through CMCD). The bandwidth
allocated by the server implicitly controls the deci-
sions taken by the client-side ABR scheme. Thanks to
this algorithm, Avg. SC was also reduced. The results
in Table 2 are for the clients that set their minimum
and maximum buffer levels to four and eight seconds,
respectively. We observed that when we tripled these
levels, the percentage of improvement was smaller
since the larger playback buffer size provided more
robustness against the bandwidth drops and reduced
the chances of rebuffering.

LLL Video Sessions with Five Clients

The clients set their minimum and maximum buffer lev-
els in these tests to one and three seconds, respectively.
The target latency was also set to three seconds. The
results are given in Table 3, where we see that CMCD-
enabled clients achieved a reduction in Avg. RD of 20%
and 26%, in Max. RD of 25% and 22%, and in Avg. RC
of 36% and 21% for the Cascade and Spike bandwidth
profiles, respectively.



CascadeX5 SpikeX5
Metric w/ CMCD | w/o CMCD | w/CMCD | w/o CMCD
Avg. BR 0.44 0.21 0.21 0.20
Min. BR 0.37 0.21 0.20 0.20
Avg. RD | 3.56 4.45 3.62 4.9
Max. RD | 3.87 516 4.27 5.44
Avg. RC 10.50 16.50 13.25 16.75
Avg.SC |[21.75 18.00 5.75 3.25
Avg. LL 2.34 2.75 2.28 2.31
Max. LL | 2.91 3.38 2.30 3.35
Moreover, enabling CMCD helped the clients

achieve a live latency below the target (three seconds)
without any violations. On the other hand, Max. LL
surpassed the target value when CMCD was disabled.
Interestingly, we also saw an increase in Avg. BR by
110% for the CMCD-enabled clients during the testing
with the Cascade bandwidth profile. This was because
the CMCD-enabled clients rebuffered less and this
helped them request more segments from high-bitrate
representations.

Results Using the CMSD Standard

Test Setup

The test setup is given in Figure 3. On the client
side, several instances of the dash.js client running a
throughput-based ABR scheme (abrThroughput.js)
were used. The desired network behavior was achieved
using a tc-NetEm network emulator, which throttled
the total bandwidth available to the clients according
to the scaled Cascade bandwidth profile. On the server
side, an NGINX server with the JavaScript (N]S)
module ran the HTTP server and an NJS middleware
application implementing the scheduler for the outgo-
ing responses. The server hosted the test content for
testing on-demand and live video sessions. Further
detailed information about the test setup can be found
in Ref. 11, and the public source code is available in
Ref. 13.

Results
The following test cases were run five times and the
results were averaged. We compared CMSD with
scheduling against no CMSD or scheduling using the
same metrics from the previous section.
The two test cases were as follows:
(i) 10 VoD streaming clients under the CascadeX10
bandwidth profile and
(ii)) 10 VoD streaming and 10 LLL streaming clients
under the CascadeX20 bandwidth profile,
where the minimum and maximum buffer levels were
set to four and 20 seconds, respectively, for the VoD

Response
Scheduling )

NJS App

\

CMCD and CMSD-aware Server (NGINX)

NetEm

I's Y

===2dash.js

\ J

CMCD and CMSD-aware Clients
(dash.js)

1,13

FIGURE 3. Implemented CMSD-aware system.

CascadeX10 CascadeX20
Metric w/CMSD | w/o CMSD | w/ CMSD | w/o CMSD
Avg. BR | 3.46 3.55 3.20 3.26
Min. BR | 3.15 3.27 2.45 2.59
Avg. RD | 3.52 5.26 0.51 1.16
Max. RD | 15.0 14.5 415 8.21
Avg. RC | 1.52 218 0.40 0.55

clients and to two and six seconds, respectively, for the
LLL clients.

The results shown in Table 4 indicate that if the
server ran the response scheduling algorithm and
signaled any extra delay introduced to the client, it
could reduce Avg. RD by 33% and 56% and Avg. RC by
30% and 27% for test cases (i) and (ii), respectively. At
the same time, the reduction in Avg. BR was limited to
a mere 2%. Overall, the response scheduling algorithm



@ SMPTE

kept the average bitrate (quality) more or less unchanged
even as it added a delay to segment downloads since the
delay was signaled to the client using CMSD, and this
delay was accounted for in the throughput calculations
on the client side.

Further Use Cases for the CMSD Standard

CMSD can help in many ways. For example:

m Clients may frequently upshift and downshift."* This
instability can be avoided using CMSD hints.

m CMSD can let clients know about server-side band-
width measurements.

m Clients typically start fetching the lowest-bitrate
segments due to the lack of knowledge of the net-
work conditions. An edge server may know the
available bandwidth a client has and can signal this
value to the client.

m Caching capacity is always a limited resource. Thus,
not all segments for all the representations can be
cached on every server. Adaptive streaming clients
can get confused if some of the objects requested are
served from a nearby cache and others from a dis-
tant server.!” CMSD can also help in this case by
sending caching indications to let clients know what
is cached or not. This way, clients can make more
informed decisions.

m Clients might erroneously downshift due to the
increase in download times because of a cache miss.
Such clients could be informed via CMSD and they
might decide not to downshift.

® In LLL streaming, CMSD can hint clients about the
latest (live-edge) segment.

m CMSD can assist clients in viewing the content in a
synchronized fashion.

Other use cases are also exemplified in Ref. 11.

Conclusion

The goal of the published CMCD and CMSD speci-
fications is to improve cooperation between adaptive
streaming clients and CDN servers to enhance stream-
ing performance. Validating the use cases is vital to
promote wider adoption. In this work, we summarized
the main findings from two recent studies. The results
showed that even a basic implementation benefiting
from CMCD and CMSD could reduce the average
duration and count of rebuffering without discernible
loss of video quality.
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